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Abstract

We present an algorithm for determining whether a set of species, described by the characters they exhibit, has a perfect phylogeny, assuming the maximum number of characters is fixed. This algorithm is simpler and faster than the known algorithms when the number of characters is at least 4.

1 Introduction

A fundamental problem in biology is that of inferring the evolutionary history of a set of species, each of which is specified by the set of traits or characters that it exhibits [6, 7, 10, 11]. Information about evolutionary history can be conveniently represented by an evolutionary or phylogenetic tree, often referred to simply as a phylogeny. In one of the standard models, the problem can be expressed mathematically as follows. Let \( \mathcal{C} = \{1, \ldots, m\} \) be the character set, and for every \( c \in \mathcal{C} \), let \( \mathcal{A}_c = \{1, \ldots, r_c\} \) be the set of allowable states for character \( c \). We write \( r \) to denote \( \max_{c \in \mathcal{C}} r_c \). A species \( s = (s_1, \ldots, s_m) \) is a vector such that \( s \in \mathcal{A}_1 \times \cdots \times \mathcal{A}_m \); \( s_c \) is referred to as the state of character \( c \) for \( s \), or the state of \( s \) on character \( c \). We assume that if \( i \in \mathcal{A}_c \), then there exists a species \( s \in \mathcal{S} \) such that \( s_c = i \). A phylogeny \( T \) for \( \mathcal{S} \) is perfect if for each \( c \in \mathcal{C} \) and each state \( r_c \) of that character, the nodes having state \( r_c \) on character \( c \) form a subtree of \( T \). The perfect phylogeny problem is to determine whether a given set of species \( \mathcal{S} \) has a perfect phylogeny. If \( \mathcal{S} \) admits a perfect phylogeny, the set of characters \( \mathcal{C} \) is said to be compatible. We should point out that in the biology literature the perfect phylogeny problem is more commonly known as the character compatibility problem [5]. In this context, one is frequently interested in computing a maximal set of compatible characters, since, in practice, character sets tend to be incompatible.

The perfect phylogeny problem was shown to be NP-complete by Bodlaender et al. [3] and, independently, by Steel [13]. Linear time algorithms have been found for \( m = 3 \) [4, 8]. The perfect phylogeny problem is known to be polynomially equivalent to the problem of triangulating colored graphs [14] which led to a perfect phylogeny algorithm running in \( O((rm)^{m+1} + nm^2) \) time [12]. This is polynomial for every fixed \( m \) but not very fast in practical terms. Bodlaender, Fellows, and Hallett [2] have shown that the
perfect phylogeny problem is hard for $W[2]$, implying that it is unlikely to be solved by an algorithm whose running time is of the form $O(f(m)rn)$ where $f$ is an exponential function. In this paper, we present a $O((r-n/m)^m(rm)^2)$ algorithm, which is polynomial for every fixed $m$ and is faster and simpler than the known algorithms for $m \geq 4$. Using the polynomial equivalence of triangulating colored graphs and perfect phylogeny [14], we get an algorithm with a running time of $O(m^{k+2}k^2)$ for triangulating a $k$-colored graph having $m$ edges.

2 Preliminaries

We now state some definitions and preliminary results from [1].

**Lemma 1** A set of species $S$ has a perfect phylogeny if and only if every subset of $S$ has one.

**Definition 1** Suppose $T$ is a perfect phylogeny for $S$ and let $p$ be some vertex in $T$. The state of $p$ on character $c$ is forced if $p$ lies on the path between vertices $a$ and $b$ in $S$ such that $a_c = b_c$. (Observe that if this is the case, we must have $p_c = a_c = b_c$.)

**Definition 2** Suppose $G \subseteq S$ and let $G' = S - G$. $D(G)$, the set of distinguishing characters of $G$, is the set of all $c \in C$ such that for every $a \in G$ and every $b \in G'$, $a_c \neq b_c$. $M(G)$, the set of common characters, is $C - D(G)$.

Obviously, $D(G) = D(G')$ and $M(G) = M(G')$.

**Definition 3** A pair $(G, G')$ where $G \subseteq S$ and $G' = S - G$ is called a split if, for every character, the number of common character states between $G$ and $G'$ is at most one. A split $(G, G')$ is a $c$-split if $D(G) \neq \emptyset$. If $(G, G')$ is a split (c-split), $G$ and $G'$ are called clusters (c-clusters).

Observe that we can determine whether a partition $(G, G')$ of $S$ is a split in $O(nm)$ time. Note also that if $G$ is a cluster but not a c-cluster, then $M(G) = C$.

**Definition 4** Let $(G, G')$ be a split. We say that $(G, G')$ is of type I if there exists an $s \in G$ such that for all $c \in M(G')$, $s_c$ equals the unique common state between $G$ and $G'$ on character $c$ and $|G - \{s\}|, |G'| \geq 1$. If $(G, G')$ is of type I, we refer to $s$ as a connecting species. If $(G, G')$ is not of type I, we say that it is of type II.

**Lemma 2** If all c-splits are of type II, then, in every perfect phylogeny $T$ of $S$, every species $s \in S$ is a leaf in $T$.

**Definition 5** A cluster $G$ is said to be compatible with a vector $s$ if for every $c \in M(G)$, $s_c$ equals the unique common state for character $c$ between $G$ and $S - G$.

**Definition 6** A subphylogeny $T_G$ for a cluster $G$ is a perfect phylogeny for $G \cup \{x\}$, where $x$ is a node such that $G$ is compatible with $x$. Node $x$ is referred to as connection of $T_G$.  
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The next result implies that, in searching for a perfect phylogeny for $S$, we can restrict our attention to perfect phylogenies constructed entirely from subphylogenies.

**Lemma 3** Suppose $S$ has no type I e-splits. Let $G$ be a cluster. Then, $G$ has a subphylogeny if and only if there exist pairwise disjoint e-clusters $G_1, \cdots, G_k$ and a vector $x$ such that (i) for every $c \in \mathcal{M}(G)$, $x_c$ equals the (unique) common state for character $c$ between $G$ and $S - G_i$; (ii) $\cup_{i=1}^k G_i = S$; and (iii) each $G_i$ is compatible with $x$ and has a subphylogeny.

**Corollary 4** Suppose $S$ has no type I e-splits. $S$ has a perfect phylogeny if and only if there exist pairwise disjoint e-clusters $G_1, \cdots, G_k$ and a vector $x$ such that (i) $\cup_{i=1}^k G_i = S$ and (ii) each $G_i$ is compatible with $x$ and has a subphylogeny.

We assume that there are no duplicate species and for every character, there are at least two character states which are exhibited by at least two species. The latter assumption can be made without loss of generality. To prove this, suppose that there exists a character $c \in \mathcal{C}$ such that at most one of its states $p_i$ is exhibited by more than two species in $S$. Assume without loss of generality that $c = m$. We claim that a perfect phylogeny $T$ for $S$ on $\mathcal{C}$ exists if and only if a perfect phylogeny $T'$ exists for $S$ on $\mathcal{C} - \{c\}$. Deriving $T'$ from $T$ is easy. $T$ can be derived from $T'$ as follows.

$$V(T) = \{(u_1, \cdots, u_{m-1}, p_m) : (u_1, \cdots, u_{m-1}) \in V(T') \} \cup \{s : s \in S, s_m \neq p_m \}$$

$$E(T) = \{(u, v) : ((u_1, \cdots, u_{m-1}), (v_1, \cdots, v_{m-1})) \in E(T') \} \cup \{(s, (s_1, \cdots, s_{m-1}, p_m)) : s \in S, s_m \neq p_m \}.$$ 

The next section describes a way of finding the e-clusters which are compatible with a vector $x$ and can give a perfect phylogeny for $S$ by using Corollary 4. Section 4 gives the basic algorithm for finding a perfect phylogeny for $S$. The algorithm builds subphylogenies for the e-clusters found using the method presented in Section 3 and efficiently searches for pairwise disjoint e-clusters $G_1, \cdots, G_k$ and a vector $x$ satisfying the conditions of Corollary 4. Section 5 improves on the basic algorithm by considering fewer e-clusters.

## 3 Finding e-clusters

Given a species $x$, Kannan and Warnow [9] defined an equivalence relation $E_x$ as the transitive closure of the following relation $\mathcal{R}$ on $S - \{x\}$:

$$(a, b) \in \mathcal{R} \text{ if there exists } c \in \mathcal{C} \text{ such that } a_c = b_c, \neq x_c.$$ 

It is clear from this definition that two species in $S$ which are in the same equivalence class must be in the same component of $T - \{x\}$, for any perfect phylogeny $T$ of $S \cup \{x\}$. The set of equivalence classes is denoted by $(S - \{x\})/x$ and can be computed in $O(nm)$ time [9]. Note that if $x$ is an internal node in any perfect phylogeny on $S$, then $|(S - \{x\})/x| \geq 2$. In particular, we make the following remark.

**Proposition 5** If $|(S - \{x\})/x| = 1$ for every $x \in S$, then $S$ has no type I splits.

We now reformulate a result in [9].

**Lemma 6** Let $G \in (S - \{x\})/x$. If $S \cup \{x\}$ has a perfect phylogeny, then $G$ is a c-cluster and it is compatible with $x$.
Proof: From the definition of $E_x$, it follows that $G$ is a cluster and $G$ is compatible with $x$. We now show that each $G \in (S - \{x\})/x$ is a $c$-cluster. The claim is trivially true if $G = S$. Otherwise, it suffices to show that there exists a perfect phylogeny with no duplicate nodes for $S \cup \{x\}$ such that the species in each component of $T - \{x\}$ give us the equivalence classes of $(S - \{x\})/x$.

By Lemma 1 there exists a perfect phylogeny for each $G \cup \{x\}$ where $G \subset S$. Specifically, let $T_1, \ldots, T_k$ be perfect phylogenies with no duplicate nodes for $G_1 \cup \{x\}, \ldots, G_k \cup \{x\}$, where $(S - \{x\})/x = \{G_1, \ldots, G_k\}$. Since each $G_i$ is compatible with $x$, identifying the nodes for $x$ from each $T_i$ gives us a perfect phylogeny for $S \cup \{x\}$ with no duplicate nodes. To prove the claim, we need to show that $x$ is a leaf in each $T_i$. Suppose this is not true. Let $H_1, \ldots, H_t$ be the species in components of $T_i - \{x\}$. As $G_i$ is an equivalence class of $(S - \{x\})/x$, there exists a species $p \in H_j, q \in H_{j'}$ for some $j \neq j'$, and a character $c \in C$ such that $p_c = q_c \neq x_c$. But this implies that $T_i$ is not a perfect phylogeny, which gives us a contradiction. \hfill \Box

Corollary 7 Let $G \in (S - \{x\})/x$. If $S \cup \{x\}$ has a perfect phylogeny, then $G \cup \{x\}$ has a perfect phylogeny and $x$ is a leaf in every perfect phylogeny of $G \cup \{x\}$.

Lemma 8 Suppose $S$ has no type-I $c$-splits and $S \cup \{x\}$ has a perfect phylogeny for some $x \notin S$. Then $S/x$ is a set of $c$-clusters satisfying the conditions of Corollary 4.

Proof: The result is a consequence of the fact that $x \notin S$ and the following:

1. Each $G \in S/x$ is a $c$-cluster and is compatible with $x$. This follows from Lemma 6.

2. The set of $c$-clusters $S/x$ are pairwise disjoint and their union equals $S$. This is because $E_x$ is an equivalence relation on $S$.

3. Each $G \in S/x$ has a subphylogeny. To prove this, note that since $x$ is a connection for $G$, it is sufficient to show that $G \cup \{x\}$ has a perfect phylogeny. This follows from Lemma 1, since $G \cup \{x\} \equiv S \cup \{x\}$ and $S \cup \{x\}$ has a perfect phylogeny. \hfill \Box

The $c$-clusters of interest are the ones which can give us a perfect phylogeny for $S$ using Corollary 4 and Lemma 8. As there are $\prod_{i=1}^m r_i$ choices for $x$ and each $S/x$ can have at most $n$ classes, the total number of $c$-clusters of interest is $O(r^m n)$; all such clusters can be found in $O(r^m n m)$ time.

4 The Basic Algorithm

The maximum number of edges in any perfect phylogeny with no duplicate nodes is at most $(r - 1)m$ because in a perfect phylogeny, nodes having the same character state on any character form a subtree. This gives us the following necessary but insufficient condition for deciding existence of a perfect phylogeny for $S$.

Proposition 9 If $n > (r - 1)m + 1$, then $S$ has no perfect phylogeny.

We now present an algorithm which constructs a perfect phylogeny, if it exists, such that the adjacent nodes differ in exactly one character state. The steps carried out by the basic algorithm are as follows.
Step 0. If $n > (r - 1)m + 1$, then Return FAILURE.

Step 1. Find if there exists a species $x \in S$ such that $|\{S - \{x\}\}| \geq 2$. If there is any such species, we get subproblems $G \cup \{x\}$ for each $G \in \{S - \{x\}\}$. By Lemma 1, $S$ has a perfect phylogeny if and only if each of these subproblems has one. The details of this construction are given in [1].

We can now assume that for each species $x \in S$, $|\{S - \{x\}\}| = 1$. From Proposition 5, $S$ has no type I c-splits. Hence, a species $x$ is a candidate for an internal node in any perfect phylogeny for $S$ only if $x \not\in S$ and $|\{S - \{x\}\}| \geq 2$.

Step 2. For each species $x \not\in S$, find $S/x$. Create a directed search graph $W$ such that

$$V(W) = \{[S, x] : x \not\in S, |S/x| \geq 2\} \cup \{[G, x] : x \not\in S, |S/x| \geq 2, G \in S/x\}$$

$$E(W) = \{([G, x], [S, x]) : [G, x] \in V(W)\} \cup \{([G_1, x_1], [G_2, x_2]) : G_1 \subseteq G_2$$

and $x_1$ differs from $x_2$ in exactly one character state.

Each node of $W$ will have an associated boolean variable, initially FALSE.

Step 3. Assign the value TRUE to every $[G, x] \in V(W)$ such that $|G| = 1$.

A node $w = [G, x]$ with $|G| \geq 2$ is said to be active if every $w' \in V(W)$ such that $(w', w) \in E(W)$ has a truth value assigned to it.

Do the following until every active node has a truth value.

1. Choose any active node $w$ that has no truth value assigned to it.
2. Make $w$ TRUE if there exists a vector $\mathbf{x}$ such that $[G', \mathbf{x}]$ is TRUE for every $[G', \mathbf{x}]$ such that $([G', \mathbf{x}], w) \in E(W)$. Otherwise, make $w$ FALSE.

Step 4. If there exists a node $[S, x]$ which is TRUE, return SUCCESS. Otherwise, return FAILURE.

All the steps can be done in $O(r^{m+1}nm)$ time as the maximum number of edges entering a node is $O(rnm)$ and the maximum number of outgoing edges is $O(rm)$.

Lemma 10 If there exists a perfect phylogeny for $S \cup \{x\}$ then $[G, x]$ is assigned TRUE for each $G \in S/x$.

Proof: The proof is by induction on $|G|$. The base case for nodes $[G, x]$ where $|G| = 1$ is true from Step 3 and the fact that $G$ is compatible with $x$. Suppose the claim holds for all nodes $[G, x]$ where $|G| < k$. Consider a node $[G, x]$ where $|G| = k$. Let $T$ be a perfect phylogeny for $G \cup \{x\}$. By Corollary 7, $x$ is a leaf in $T$. Let $y$ be the first node on the path starting at $x$ in $T$ with degree at least 3. There exists at least one such node as there are no type I splits and $|G| \geq 2$. It is now easy to see that there exist pairwise disjoint clusters in $S/y$ whose union gives $G$, each of which has a subphylogeny. By induction hypothesis, the corresponding nodes of $W$ will be assigned TRUE. Thus, $[G, y]$ will be TRUE and this value will be propagated to every node $[G, p]$ such that $p$ is on the path between $y$ and $x$ in $T$. Hence, $[G, x]$ will eventually become TRUE. \Box

Theorem 11 $S$ has a perfect phylogeny if and only if there exists a node $[S, x]$ for some $x$ which is TRUE.
Proof: Follows from Lemma 8, Lemma 10, and Steps 2 and 3 of the basic algorithm. □

Constructing the perfect phylogeny: If the algorithm returns SUCCESS, we can build a perfect phylogeny by traversing \( W \) and constructing an in-tree \( D \) as follows. Choose any node \([S, a]\) having value TRUE as the root of \( D \). Next, do the following until every leaf \([G, a]\) in \( D \) has \( |G| = 1 \).

Pick any leaf \( w = [G, a] \) in \( D \) such that \( |G| \geq 2 \). Let \( A_w \) be any set of node such that

1. \( A_w \) contains all \( w' = [G, y] \) \( \in V(W) \) such that \( (w', w) \in E(W) \), for some \( y \notin S \) and
2. for every \( w' \in A_w \), \( w' \) has been assigned the value TRUE. (Intuitively, \( A_w \) is a set of nodes that led to \( w \) being assigned the value TRUE.) Add to \( D \) all the nodes in \( A_w \), as well as the edges \( (w', w) \) such that \( w' \in A_w \).

After \( D \) has been constructed, we can build a perfect phylogeny \( T \) by disregarding the orientation of the edges of \( D \) and replacing each node \([G, a] \) of \( D \) with a node labeled \( a \).

5 An Improved Algorithm

The following lemma gives a way of reducing the number of internal nodes that need to be considered for building a perfect phylogeny.

Lemma 12 Suppose there exists a species \( s \in S \) and a character \( c \in C \) such that for every other \( s' \in S, s \neq s' \); i.e., \( s \) is unique to species \( s \). If there exists a perfect phylogeny for \( S \), then there exists a perfect phylogeny for \( S \) such that no node except \( s \) has state \( s_c \) for character \( c \).

Proof: State \( s \) is never forced for any node \( x \neq s \), so a different assignment is possible for \( x \). Hence, as long as at least one character state for character \( c \) is exhibited by more than one species, we can obtain a perfect phylogeny for \( S \) such that no node except \( s \) has state \( s_c \) for character \( c \).

If \( S \) has no type I splits, it is easy to see that for every species \( s \in S \), there exists a character \( c \in C \) such that for every other \( s' \in S, s \neq s' \). For each \( s \in S \), pick one such character. Let \( k_c \) be the number of times character \( c \) is chosen in this process. From the above lemma, the number of internal nodes that need to be considered is \( \prod_{i=1}^{m} (r - k_i) \) and in Step 2 of the algorithm in Section 4, we only need to consider the \( c \)-clusters derived from these internal nodes. As \( \sum_{i=1}^{k} k_i = n \) and \( \prod_{i=1}^{m} (r - k_i) \leq (r - \sum_{i=1}^{m} k_i/m)^m \), the running time of this improved algorithm is \( O((r - n/m)^m(rnm)) \). Since \( n \leq (r - 1)m + 1 \) by Proposition 9, the running time of the new algorithm is \( O((r - n/m)^m(rnm)^2) \).
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